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Abstract. Views and viewpoints are concepts usually adopted in an important number of works in software engineering in different domains, like in requirements specification, system modeling, system implementation, and mainly in software architectures. This paper presents a survey about the use of viewpoints in these different domains, and leads a comparative synthesis between different approaches in order to induce their limitations. Also, it briefly presents the main characteristics of our views based approach MoVAL that solves two kinds of problems during view-based software development: the stakeholders’ communication complexity and the lack of an architecture definition process guiding architect during architecture construction.
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1 Introduction

The viewpoint concept, also called view, takes various meanings across the field of computer science. In general, we are interested in views as soon as we model complex systems involving a large amount of data that require the cooperation of several experts from different fields of knowledge and different points of interest and addressing a wide range of users. As discussed in [17], a viewpoint links a designer, a universe of discourse (i.e. the system), and the goal that the designer is trying to achieve. The viewpoint enables a partial representation of the system to be modeled, highlighting one or more aspects of the latter and concealing others.

The first work on viewpoints falls within the field of knowledge representation in artificial intelligence. Here, we can mention the work of Minsky [15] followed by KRL languages [3], LOOPS languages [2], and ROME languages [5], which have all identified the need to bestow several representations to the same object.

In databases, viewpoint concept was introduced in 1975 for the first time in Ansi/Sparc’s report under the name of external schema. An external schema represents the unique access point from which users can access data from the database. This is a part of the base, which interests a user or group of users and incorporates the concept of access rights. A viewpoint restricts the visibility of data and/or adapts their structure to the application requirements. It helps solve problems related to the configuration of user interface for data protection, for change in data organization without disrupting
In software engineering, the motivation of viewpoint is the separation of concerns. Thus, points of views are introduced as construction elements for the management of complexities of artifacts products (such as requirements specifications, design models and programs).

In section 2, we conduct a survey on views in four areas of software engineering, which are requirements specification, system modeling, system implementation, and software architectures. Then in section 3 we extend the review to software architecture as it is closely related with the purpose of our study, and we detail some software architecture approaches and present their limitations. In sections 4 and 5 a novel software architecture approach will be introduced and compared to the other approaches. Finally, section 6 concludes the paper.

2 Views in software engineering

In this survey we have conducted a study of views in three disciplines in software engineering, which are:

- Requirements specification: requirements specification for a software system is a description of the behavior of this system and the interactions users may have with it.

- System modeling: system modeling is a technique to express, visualize, analyze, and transform requirements of a system in software engineering.

- System implementation: system implementation is the process of defining how the information system should be built, ensuring that it suits well the needs of its users, and that it is operational.

2.1 Views in Requirements Specification

In 1979, Mullery developed a formal method for the specification and modeling of complex computer systems called CORE [16]. This method, proposes to break down the modeling process into several steps and, for each of them, to identify the viewpoints associated with them, so as to finally achieve a schematic representation of the system while taking into account all viewpoints of this system.

In 2 and 25 methods and tools are developed for the derivation of the computer systems specifications from a dialogue between different points of views. Delugash et al. [7] represented the needs associated with each viewpoint in a conceptual graph. Then, an integration of the different graphs into a single graph is carried out. The obtained graph specifies the requirements for the entire system. Nuseibeh et al. [20] represent the links and relationships that can exist between the points of views through a given platform. Finally, in 1997, Sommerville proposed his Preview approach [27], which gives architects of computer systems a method and tools to discover and analyze the requirements of different viewpoints.

2.2 Views in System Modeling

In terms of system modeling, in [17], the author defines five properties that an object-oriented model should have to make it a multiview object-oriented model. These properties are: (1) a range of one viewpoint at various levels, (2) multiple representation has a repository, (3) multiple representation is decentralized, (4) partial representations exchange information between them, and (5) multiple representations are consistent.

Also, Dijkman et al. [8] presented a platform in which the software architect can model different viewpoints of the system by determining a collection of basic concepts that are common to all viewpoints, and then by associating each viewpoint with a suitable level of abstraction and by defining the relationships that may exist between the viewpoints.

Still in modeling, UML notation embodies the broader concept of the viewpoint. In fact, in its current standard, the UML proposes 13 types of diagrams where each type bestows an implied viewpoint, from which a complex system will be approached, thus allowing the decomposition of complex model of a system into several less complex, more easily affordable and intelligible supplementary sub-models. In addition, UML proposes an extension mechanism that allows users to add or customize the predefined types of diagrams and thus to add points of views.

In VUML approach [1, 18], an extension of UML is proposed. It is based on the ability to coexist several class diagram for the same system, and then to proceed to an integration of these diagrams into a single one, consistent with the proposed VUML meta-model.

2.3 Views in System Implementation

In the history of system implementation and programming languages, the terms "decomposition" and "modularity" have always been keywords to reduce the complexity of programs. Thus, we obtain less complex, loosely coupled and easily reusable modules.

The separation of concerns aims to carry out a modularization of programs based on various concerns. The
idea is to consider a system as a core with extensions. The core is the set of basic functional requirements for which the system is primarily designed and the extensions are additional secondary requirements, which add functionalities to the core. An extension is a concern that cross-cuts several basic functional requirements. The implementation of a concern gives rise to an aspect. Hence, the programming called "Aspect-Oriented Software Development" (AOSD) [12][13]. Other paradigms exist based on the same principle; however, they diverge for several reasons, such as subject-oriented programming [8] or view oriented programming [13]. We do not extend the comparison between these different paradigms. The interested reader can refer to [12] for such a comparison.

3 Software architecture approaches and their limitations

Within software architecture, it is almost impossible to capture the architecture of a complex system in a single model that is understood by all stakeholders. By stakeholder, we include both the user of the future system and the manufacturer of the latter. A manufacturer is a person or a group of people that designs, develops, tests, deploys or maintains the future system.

In each of these activities, each stakeholder has its own needs, interests, requirements, and wishes that the system considers. Understanding the role and aspirations of each stakeholder is the role of the architect during the development of the system.

The recommended solution for an architectural description (AD) is to partition it into a number of separate and interdependent points of view, which collectively describe the functional and non-functional aspects (such as performance, robustness, availability, competition, and distribution) of the system. This solution is not new; in fact, it goes back to the work of Parnas in 1970 [22] and most recently, in 1990, to that of Perry and Wolf [23].

In addition numerous approaches and frameworks have been developed since that date, like the "4+1" View Model [11], Siemens Model [28], and most recently Rozanski and Woods approach [26], that targeted the decomposition of a software architecture to different predefined views in order to cover every aspect of a software system. Also, the Reference Model of Open Distributed Processing (RM-ODP) [24] is one of the important frameworks in this field that targeted the standardization of ODP (Open Distributed Processing) systems by supporting mainly the distribution, interworking, and portability aspects of these systems. Views and Beyond (V&B) [6] is an architecture description approach, in which authors have offered a detailed guide to software architects for architecture documentation using an organization of views and viewtypes. Zachman framework [29] have offered tools to classify a software architecture’s artifacts in a matrix organization decomposing the architecture to six different views and defining for each of them six different focuses. Simultaneously, the IEEE standard have been defined for the first time in 2000 as a try to bring all the important existing works in this field, and create based on them a standard for multi-views software architectures. This standard has been revised in many other occasions, most recently in 2011 under the name IEEE 42010 standard [10], to keep it synchronized with novel works in the field.

In what follows, we describe five approaches, which have provided satisfactory solutions to this problem.

3.1 "4+1" view model

The "4+1" View Model [11] proposed by P. Kruchten of the Rational Software Corp, is based on five main views, shown in Figure 1 which are as follows:

- The logical view covers mainly the functional requirements of the system, or in other words, what the system provides as services to users. The logical view shows the system objects and the relationships between them.
- The process view represents a non-functional aspect of the system requirements such as performance, availability, concurrence, distribution, and integrity. This view divides the system into a set of processes and represents the interactions that will take place between these processes.
- The development view focuses on the modular organization of the system. Thus, in this view, the system is broken down into several libraries or subsystems that can each be implemented by a developer or a small team of developers. This view covers the internal requirements of the implementation as reusability, compliance with standards and constraints, etc.
- The physical view takes mainly into account the non-functional system requirements such as availability, reliability, performance, and scalability. In the physical view, software elements, such as processes and objects, will be associated with different physical components such as processors and hard disks.
Scenarios represent the integration of elements of the previous four views using a small set of scenarios that seem important.

The views offered in this model are not completely independent. In fact, matches can be seen between these views, for example as a match practice between a small class or set of classes, which will normally be represented as a module or a set of modules in the development view, or the process for the process view, which will be associated with the physical media of the physical view to be performed.

It should be noted that this model has been adopted in the iterative development process called unified process (UP) [4].

This model was extended in the Rational Architecture Description Specification (Rational ADS) approach [19] in order to have a better behavior with more complex systems. Thus, this approach added other views to the model and defined how those views are interdependent one to the other.

**3.3 Rozanski and Woods approach**

Rozanski and Woods approach [26] complies with the IEEE 42010 standard. The contribution of this approach is the definition of a fixed catalog of interdependent viewpoints. Those viewpoints are:

- **Context**: describing the relationships, dependencies, and interactions between the system and its environment.
- **Functional**: describing the functional elements of the system in execution time, their relationships, interfaces, and interactions.
- **Information**: describing how the system stores, manipulates, manages, and distributes the information or data.
- **Concurrency**: describing the concurrency structure of the system and highlighting the concurrent portions of some execution processes.
- **Development**: describing and communicating the architectural aspects of the system among all the stakeholders having concerns in the construction of the system.
- **Deployment**: describing the environment in which the system must be deployed, and the potential dependencies among its elements.
- **Operational**: describing how the system must be managed during execution time in its production environment.

Also, Rozanski and Woods have defined the dependencies between different viewpoints of the architecture, as illustrated in Figure [2].

Note that this approach was fortified with a global architectural description process that guides the software architect defining effectively his architecture.
Kheir, Naja and Oussalah MoVAL, a new approach to software architecture and its comparison with existing views based approaches in SE 30

3.4 Views & Beyond approach

Within the SEI (Carnegie Mellon), Clements et al. developed the V&B approach [6] for documenting software architectures. This approach, as its name suggests, uses views to achieve a fundamental organization of software architectures. In fact, V&B approach is based on the principle that the documentation of a software architecture begins with the documentation of its relevant views and thereafter, documenting the information linking these views together.

Basically, V&B approach is for all viewpoints in the development process of the computer system, and aims to provide documentation of a software architecture that is decomposed into several views for different stakeholders meeting their requirements.

In this approach, a three-level hierarchy is defined as follows:

- **The viewtypes**: a viewtype represents a category of views and is for one or a set of stakeholders. There are three viewtypes: (1) module viewtype, (2) component and connector (C&C) viewtype, and (3) allocation viewtype.

- **The styles**: an architectural style also known as architectural pattern is a high-level pattern that assists to specify the basic structure of an application. Any style helps to achieve an overall property of the system, such as the adaptability of the user interface or distribution. Styles are grouped in viewtypes, which are considered as categories of styles. The list of styles defined for each viewtype is illustrated in Figure 3.

- **The views**: it represents collections of system elements and relationships that link them. Note that the architectural views are documented in a template defined by the designers of this approach. In fact, an architectural view is always consistent with a style.

V&B approach offers a three-step guide for the selection of relevant views necessary to document the architecture of a system:

1. **Produce a list of candidate views**: this step is to construct a two-dimensional array (row-column) as the rows represent the stakeholders that the architect considers relevant to the current project and the columns denotes grouped views into viewtypes and the styles that can be applied. Then, fill in the boxes of the table with values describing the level of information required for each stakeholder and each style. The level of information can be: d for detailed information, s for some detail, and o for overview information.

2. **Combine the views**: this step aims to minimize the number of views obtained in step 1 by ignoring the views whose architectural value is covered in other views and by combining other views.

3. **Sorting views**: sorting the remaining views will be carried out in the order of priority of the documentation, depending on the specific details of the project.

The last phase of the documentation of a proposed architecture by the V&B approach is the documentation of inter-views information that are applied to multiple views. This phase has been proposed to link the views of the architecture together and give an overall picture facilitating the understanding of the stakeholders.

3.5 Zachman framework

Zachman framework [29] was designed basically to classify and to organize the models and artifacts of a
software architecture based on two parameters, which are the viewpoint holding this model and its focus. Hence, a software architecture could be represented in Zachman framework via a matrix $6 \times 6$, where each row represent a viewpoint and each column represent a focus.

The six different views in Zachman framework, illustrated in Figure 4 are:

- **Scope (Contextual):** where the system context, scope, and relationships with other systems are defined.

- **Business model (Conceptual):** in this view the architect must draw the vision of the system owner towards the business entities and processes of the system.

- **Information system model (Logical):** in this view, designers of the system must model the system requirements gathered in the previous views.

- **Technology model (Physical):** in this view, developers must show how to implement the design of the last view considering a specific technology.

- **Detailed specification (As Built):** represent the detailed implementation models.

- **Actual system (Functioning).**

3.6 Views contribution in Software Architecture

The introduction of viewpoints in software architecture contributed to the improvement of the process of describing architecture in several ways [26]:

- **Separation of concerns:** the separation of multiple aspects of a system using several different models during the design process, analysis, etc., helps a particular aspect while being able to focus on each step.

- **Communication with stakeholders groups:** communication between stakeholders groups with various concerns is a challenge for the architect. Approaches based on views provide an opportunity for stakeholders to converge relatively quickly toward the ADs that interest them and that respond to their concerns.

- **Managing complexity:** all aspects of a system, considered simultaneously in the same model, result into a complexity that a human being cannot handle. The thought of breaking down the model into models according to different views notably reduces the complexity.

3.7 Limitations of current approaches in software architecture

Within software architecture, approaches working on the view concept have effectively contributed in the software development process. In fact, they have led to the reduction of the complexity of an AD by combining all the information and treatments related to specific concerns; it is the complexity caused by the multitude of concerns. However, some limitations may be noted. Among these limitations, we note:

- **The persistence of complexity within views:** in fact, if the views have solved the problem caused by the complexity owing to the multitude of concerns raised above, an AD must be able to provide some solutions for another form of complexity: the intra-view complexity which is owing to the need to consider a hierarchical description at different levels. In fact, it is essential to take a hierarchical approach that reveals different levels of understanding in a view. In other words, the architect needs to decompose a view into several levels and needs to specify the links and types of links between these levels. Besides the fact that this description in multiple levels helps to reduce the complexity within a view, it assists to better meet the requirements of stakeholders which, depending on the circumstance, need to study a detailed...
or semi-detailed overall description of a view and navigate between these levels of description.

- The proposal of a process of AD considering different forms of complexity: for instance, the Kruchten [11] and Clements [6] approaches proposed a guide for the selection of viewpoints and views, but none of them have formally integrated levels of hierarchies, in conjunction with views.

- The problem of inconsistency between the views: no approach has brought a formal solution to the problem of inconsistency between the portions of descriptions raised from different views which are inevitably complementary and dependent.

4 MoVAL Novel approach for software architecture

In light of the study presented above, the motivations and goals of a novel approach have been fixed. It is a software architecture definition and documentation approach that aims to reduce different kinds of complexities that reside inside an architecture description. Thus, it addresses three problems during software development.

- Separation of concerns need: as it is claimed to be a view-based approach, it adopts views as a key concept to achieve the separation of concerns issue already identified in almost all approaches.

- Inner views complexity: usually a view is built using a huge amount of models. Not organizing those models would lead to a misunderstanding of the models purposes and links between them. Our approach proposes to use two refinement principles in order to organize models in an efficient and appropriate way. The two principles are: (1) Refinement to detail and (2) Refinement to achieve. Those principles are ensured via achievement and description levels.

- The lack of an architecture definition process for a well-organized views approach: this approach proposes an architecture definition process guiding the architect through the architecture definition task, integrating steps to define well-organized models inside views as well as means to specify links between different views.

The triptych of Figure 5 illustrates the intensions and aims of this approach. In this figure, the architecture hierarchy axis illustrates the entities that will compose the architecture, which are the views, achievement levels, then description levels.

The second axis, the Architecture Definition Process (ADP) axis, presents the four different phases of the process proposed in this approach, which are the inception phase, elaboration phase, construction phase, and transition phase.

The modeling level axis describes how this approach addresses the needs of stakeholders at different modeling levels. Like the software architects, analysts, and designers at the M1 modeling level, and the application architect (deployment engineers), and users at the M0 modeling level.

4.1 MoVAL Key concepts and characteristics

MoVAL (Model, View, and Abstraction Level based software architecture) is a software architecture that intends to offer to the software architect tools that simplify the tasks of construction and documentation of understandable software architectures that could be easily manipulated by different stakeholders.

MoVAL is a multi-viewpoints software architecture that consists on the description of a software architecture via multiple views, then hierarchize each view to different abstraction levels of two different types: (1) the achievement levels, and (2) the description levels.

In fact, this approach was designed primarily to fulfill the industrial needs. Thus, it complies with the most widespread software architecture standards, like the IEEE 42010 [10], MOF (Meta-Object Facility) [21], and MDA (Model Driven Architecture) [14].

4.1.1 Achievement level

An achievement level in MoVAL is a set of artifacts that defines an architecture at a specific phase of the devel-
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4.1.2 Description level
This type of abstraction levels in MoVAL allows the architect to provide multiple descriptions with different granularity description levels of the artifacts. A description level expands descriptions given in preceding levels. It answers better to "What more about" question. For instance, an answer to this question given a set of components names, would be to specify their interfaces.

4.1.3 Multi-levels architecture
Actually, a MoVAL architecture is a multi-views architecture. Thus, this architecture is decomposed into multiple views in order to reduce its structural complexity. Then, each view defines a set of achievement levels related each other by some formal architectural elements called "Links" that ensure the consistency between the view’s achievement levels. From another side, each achievement level is described in multiple related description levels, leading to a significant reduction of the description complexity in the entire resulting architecture.

4.2 Case study
In order to clarify MoVAL concepts and confirm its contribution and utility in software engineering and complex systems development field, a case study will be considered.

This case study consists of an eCommerce WebApp, in which multiple stores would be registered and given virtual spaces to expose their products for sale.

In this context, three views could be considered:

- Physical view: which represent the view of the system deployer. Thus, it manipulates the hardware and software resources used for the deployment of such systems.
- Functional view: representing the functionalities that must be offered by the system.
- Site administrator view: representing the system as seen by the system administrator and considering his requirements.

- Store administrator view: representing the system as seen by the registered store administrator.

For the functional view for example, two distinct achievement levels could be considered. In the first achievement level, the functionalities offered by the system could be represented in one single description level, using "Boxes-and-lines" notation as illustrated in Figure 6.

Then, for the second achievement level, those functionalities could be represented in a little more advanced technical way, using components structure. In this context, two distinct description levels could be considered for the achievement level of the functional view, representing in the first description level only the components as illustrated in Figure 7, and the components with their interfaces in the second description level.

4.3 MoVAL architecture definition process
MoVAL approach is endowed a specific architecture definition process, namely MoVAL-ADP, that complies with the Unified Process (UP) [4] and that was inspired from the process presented by Rozanski and Woods in [26].

This process is a set of activities and milestones that must be performed by the software architect in order to construct an appropriate software architecture that meets the stakeholders’ requirements.
Normally, as this process complies with the Unified Process, it defines four different phases, which are the inception, elaboration, construction, and transition phase.

In the inception phase, the architect must define the scope and context in which the target system shall be running, identify the main stakeholders, and capture the first-cut concerns and risks. Then, in the elaboration phase, the architect identifies the viewpoints of the architecture and creates the candidate architecture. Next, in the construction phase, he builds each view apart and defines its achievement and description levels and the links that relates them each other. Finally in the transition phase, the architect collects the implementation feedbacks and updates his architecture upon them. Due to space limitation, we will not detail MoVAL-ADP.

5 Comparison between MoVAL and other software architecture approaches

Following the previously discussed study, we make a comparative summary (see Table 1) between the five software architecture approaches and MoVAL approach based on the following seven criteria:

- **Covered area:**
  - the area covered by "4+1" View Model is the design of a software intensive system guided by scenarios and agreeing with incremental development processes such as RUP;
  - IEEE 42010 refers to the standardization of concepts and practices related to the description of a software-intensive system architectural design;
  - the area covered by Rozanski approach and MoVAL is the AD of a software intensive system walking through a specific ADP.
  - MoVAL considers also hierarchizing the views of the architecture.
  - V&B approach is the documentation of an AD that is decomposed into several views for various stakeholders meeting their requirements.
  - Zachman framework covers also the design of software systems but while building a concrete software architecture.

- **Approach focused on:**
  - IEEE 42010, Rozanski approach, V&B approach, and MoVAL approach are based on the requirements of various stakeholders of the system being built;
  - the "4+1" View Model and Zachman framework are rather focused on the different phases of system development.

- **Status/number of views:** by status, we mean if the views are fixed and predefined by the approaches or if they can be created by the architect (by instantiating a meta-concept):
  - in "4+1" View Model, Rozanski approach, and Zachman framework: the views are fixed and their number is 5, 7, and 6 respectively. Notwithstanding this, all projects are not required to specify all the views, mainly in the "4+1" View Model and Rozanski approach but possibly a subset of them. The architect chooses this subset;
  - in V&B approach, combining existing views can create new views but the architect cannot introduce new styles and new categories of styles (viewtypes);
  - views in IEEE 42010 standard and MoVAL approach are not fixed neither predefined, but the architect define multiple views based on the domain and concerns of the system and associate them to different stakeholders.

- **Categorization of views:**
  - "4+1" View Model and Zachman framework have not defined a clear organizing principle for their views.
  - in IEEE 42010, Rozanski approach, and MoVAL approach, architectural views are categorized in viewpoints. A viewpoint is a specification of the construction agreements and the use of a view. A view must conform to a viewpoint;
in V&B approach, views are organized in viewtypes. A viewtype represents the structure of the system in terms of a set of elements and relationships between them according to agreements and notations defined in different styles;

- Architectural styles associated with views:
  - in "4+1" View Model, Kruchten noted the possibility of applying styles to different architectural views as, for instance, the object-oriented style for the logical view and the Pipes and Filters style for the process view, etc. However, he did not formalize the application of these styles;
  - IEEE 42010, Rozanski approach, and Zachman framework did not consider architectural styles for views.
  - in V&B approach, architectural styles are explicitly and formally associated with different viewtypes like the Pipes and Filters style associated with the C&C viewtype;
  - in MoVAL approach, architectural styles are not explicitly and formally associated with different views, but MoVAL-ADP specifies when and how those styles must be chosen.

- Integration of views:
  - within "4+1" View Model, the four main views (logical, development, process, and physical) are integrated through a fifth view, which is the "scenario" view, whereby the notation "4+1" view model emanates;
  - IEEE 42010 standard has not mentioned explicitly how different views must be integrated;
  - in Rozanski approach the dependencies map between different viewpoints of the architecture is provided in Figure 2.
  - in V&B approach, the view integration is considered in the second stage of the guide, where the designer combines the views which, according to him, seem close to one another and neglects the other views that focus on the details included in the other views.
  - Zachman framework has ordered its views in the main matrix of Figure 4 thus the integration of those views lies in this order for the reason that each view must offer every needed detail for the construction of the next view;

- in MoVAL the integration of different views of the architecture is guaranteed in some architectural elements named links that offer to the architect tools to define and formalize the consistency between those views.

- Abstraction levels associated with views:
  - in "4+1" View Model, the IEEE 42010 standard, and Rozanski approach do not implement or mention any kind of abstraction;
  - to our knowledge, V&B approach is the only approach that (implicitly) introduced abstraction levels or information. These levels are considered in the first step of the process during which the designer must specify the level of information for each cell of the table built (detailed information, some information, and overview information);
  - Zachman framework has not mentioned explicitly the concept of abstraction but it defines six different focuses for each of its views. Those multiple focuses allow the architect to ignore some of the view’s details in each focus. Thus, this feature could be considered similar in a way to the abstraction;
  - MoVAL approach has explicitly defined an hierarchy for each view of the architecture. This hierarchy contain two different type of abstraction, the achievement and description abstraction.

6 Conclusion

In this paper, a literature review is made on different approaches based on viewpoints and views arising from four fields related to software engineering, namely: requirements specification, system modeling, system implementation, and finally software architectures. In the field of software architecture, we identified the benefits and limitations of approaches, in which, in their proposals, the views, viewpoints, and abstraction levels have been incorporated.

Also, we have emphasized that the views and points of views are insufficient to develop the complex model of a software architecture and suggested the need for an hierarchical approach that reveals different levels of understanding in a view, thereby gradually controlling complexity.

Finally, we introduced our approach called MoVAL, which offers a description of a software architecture based on views, viewpoints, and abstraction levels. It helps to divide an AD into several views, each view
containing models organized into two kinds of hierarchy: the first based on achievement levels; the second based on description levels.

As result, this approach helps for reducing the complexity of the models achieved and better meeting the expectations of various stakeholders, namely in the personalization of models, in their representations at gradual levels of complexities and thereafter, in a straightforward understanding of the models.

Currently, we are prototyping a MoVAL-specific tool that allow software development enterprises to adopt MoVAL approach and build hierarchical multi-views software architectures that complies with the IEEE 42010 standard.
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